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ABSTRACT

VCC leverages the underutilized storage and computing resources of vehicles to collaboratively provide traffic management, road safety, and infotainment services to end users, such as drivers and passengers. It is a hybrid technology that improves the resource utilization on vehicles and is able to perform complex computing tasks that cannot be handled by a single vehicle. Despite the appealing advantages, security and privacy threats are severe in VCC due to the sharing of resources among unfamiliar vehicles. In this article, we identify security goals for the interoperability with VCC and provide an AKA framework for VCC. Specifically, we first present the research challenges and open problems for designing a reliable AKA with strong security guarantees for VCC. Then we propose an integrated AKA framework that integrates the single-server 3-factor AKA protocol and the non-interactive identity-based key establishment protocol, and evaluate its performance based on a simulated experimental platform. Finally, several interesting issues are discussed to light up the further research directions on AKA for VCC.

INTRODUCTION

A vehicular ad hoc network (VANET) enables vehicles equipped with sensing, communication, and networking capabilities to communicate with each other (V2V) or the roadside infrastructure (V2I) for information exchange [1]. It can provide a variety of promising applications, ranging from safety applications (e.g., accident reporting, congestion warning, and abnormal vehicle behavior warning) to non-safety applications (e.g., infotainment, smart parking, and advertising) [2]. Although the phenomenal growth of vehicular applications caters to drivers and passengers, a huge array of onboard capabilities are chronically underutilized.

To make full use of idle resources and extend vehicles’ capability, cloud computing is utilized to revolutionize vehicular communications and applications, leading to the emergence of vehicular cloud computing (VCC) [3].

VCC is a hybrid platform that has a remarkable impact on road safety and traffic management by fully utilizing idle vehicular resources, such as computing and storage for decision making [4]. By integrating the idle onboard resources, a group of vehicles in a parking garage or on a road can form a cloud to collaboratively collect information, process data, and make decisions for improving the quality of service for both drivers and passengers. For example, travelers normally park their cars in airport parking lots while they are traveling. The airport can utilize the computing resources on vehicles to form a parking garage data center for on-demand access of end users. Similarly, vehicles stuck in congestion can generate a computing pool to perform complex simulations for traffic lights scheduling to remove congestion. End users can access the formed cloud and obtain the flexible resources on demand at the right time and place with a reasonable cost. The vehicular cloud (VC) offers an efficient way to enable the utilization of excess resources of vehicles, which are coordinated and dynamically allocated to end users. In general, a VC is dynamic and temporary due to vehicle mobility. The temporary VC is an important supplement to the conventional cloud (CC) for improving computing and storage capacities for end users. It is envisioned that VCC is able to enrich various vehicular applications and services, and improve driving and riding experiences, such as vehicular crowdsensing [5], video stream downloading, and road traffic monitoring [6].

Due to the unprecedented growth of smartphones, they can serve as important interfaces between drivers and external networks, as well as terminals responsible for storing and retrieving the information from VCC. For instance, a smartphone senses physiological conditions of the driver using biosensors and sends the collected data to VCC for intelligent processing. In the case of any accident or danger, the warning messages could be pushed to the smartphone for alarm [7]. With the involvement of smartphones, the appealing applications supported by VCC become scalable, upgradable, and inexpensive for deployment.

Although VCC is expected to play an increasingly significant role in intelligent transportation systems, inter-connectivity inevitably brings challenges and risks to drivers, one of which is security [8]. The communications between smartphones and the cloud are vulnerable to malicious attacks if countermeasures are insufficient, resulting in a range of damages on the VCC applications. First, sensitive and critical transmitting messages may suffer from unauthorized access. Second, any
malicious behavior of drivers, such as modification and replay attacks with respect to the disseminated messages, could be fatal to data owners. Therefore, to guarantee driving safety and data reliability, it is essential to prevent adversaries from compromising VCC systems and protect the data exchanged between users and clouds (i.e., CC and VC).

To resist malicious attackers and secure data access in VCC, authentication and key agreement (AKA) mechanisms are essential and effective. AKA not only prevents unauthorized users from illegally accessing data at rest, but also enables entities to negotiate session keys for the integrity and confidentiality of transmitting data. Although some state-of-the-art AKA protocols [9, 10] have been proposed, it is difficult to migrate these protocols into VCC scenarios due to the features of VCC architecture. Specifically, a VC is a group of vehicles that is dynamic and temporary; hence, it is difficult to establish trust relationships among them. Therefore, it is important to design AKA protocols to ensure the authenticity of vehicles for VCC.

In this article, we aim to provide a comprehensive picture of designing an efficient AKA protocol for VCC and its security goals. Specifically, we first demonstrate the challenges and design goals of secure AKA protocols for VCC. Then we propose the integrated AKA framework by integrating the single-server 3-factor AKA protocol (SS-3F) and the non-interactive identity-based key establishment protocol, to achieve mutual authentication and secure communications among users, VC, and CC. The performance is evaluated to demonstrate the efficiency of the new framework. Finally, we present several promising research directions to encourage more efforts on secure VCC.

**Background of Vehicular Cloud Computing**

**VCC Architecture**

Figure 1 depicts the architecture of VCC, which contains the conventional cloud (CC) and vehicular clouds (VCs) [11]. CC provides outsourced computing and storage services to end users with on-demand resource deployment and ubiquitous service access. It can be either a public cloud service, for example, iCloud, Aliyun, and Amazon EC2, or a private cloud deployed by authority, for example, the Department of Transportation and car manufacturers [7]. The CC is responsible for storing various traffic information collected by vehicles, performing data processing tasks outsourced by end users, and offering a variety of services to vehicles on road, for example, navigation, infotainment, content distribution, and driving assistance. VCs are formed by a group of vehicles on streets and roadways and in parking lots, which have plentiful and underutilized computing resources to provide services. Similar to the idle computers in CC, vehicle owners agree to rent out their excess onboard resources, which are integrated into a powerful VC through V2V and V2I communications. All the vehicles in VC form a temporary and dynamic pool of computing and storage resources, such as an airport data center, a parking lot data cloud, and a driving vehicle cloud on the road, to provide data maintenance and processing services, including traffic light scheduling, traffic information storage, and frequent congestion easing. End users can access their collected traffic data and outsource computational tasks on VCs. In addition, base stations and roadside units (RSUs) are deployed to support the management of VCs and the communications between VCs and CC.

Users can access the services and resources offered by VCC using their smartphones, such as navigation services and video download applications. Through cellular communications, the smartphones are connected to the Internet and thereby enjoy the cloud services provided by CC. Due to mobility, users may access multiple VCs to enjoy different services (e.g., video stream downloading and traffic query). In addition, as important sensing devices, smartphones collect and deliver traffic and parking information to VCs for local navigation services. The communication exchange between VCs and smartphones via cellular networks improves driving safety and enriches driving experiences.

**VCC Services**

The interactions among users, VCs, and CC can support a variety of vehicular applications and services for users [4].

- **Information as a Service**: VCC can provide information for safe driving, such as road conditions, advanced warnings, traffic conditions, and accident alerts, to users. These services together are recognized as information as a service.

- **Computing as a Service**: Drivers may use their smartphones to access computation-intensive applications, such as finding the shortest path to a destination and discovering restaurants on roads. Since smartphones have limited power, VCC can provide computing services to users.

- **Storage as a Service**: Although the storage space on smartphones continues to increase, it is common that users may require additional storage to perform their tasks. It is natural to turn to VCs, which aggregate the storage capacity of vehicles and provide storage space to users as a service.
VCC, as an integrated architecture of cloud computing and VANETs, inherits security and privacy issues from both VANETs and cloud computing. Security and privacy issues in each paradigm have been discussed. However, the integration of VANETs and cloud computing triggers new security and privacy issues, which have not attracted sufficient attention.

**Challenges of AKA for VCC**

VCC, as an integrated architecture of cloud computing and VANETs, inherits security and privacy issues from both VANETs and cloud computing. Security and privacy issues in each paradigm have been discussed. However, the integration of VANETs and cloud computing triggers new security and privacy issues, which have not attracted sufficient attention.

**Security Challenges of AKA for VCC**

Fundamental security and privacy challenges in VCC include identity authentication of high-mobility vehicles, key management, vehicular data privacy, and location privacy [8]. A large number of security solutions have been proposed to address these challenges [8]. Nevertheless, with the involvement of multiple VCs, how to allow users to securely access VCC services needs more research effort.

**Secure Access for VCC**

AKA is fundamental to provide safer and more enjoyable access for VCC. To achieve identity authentication, the provider has to prove its possession of some private information or an identifiable feature to an identity authentication system. Identity authentication techniques can be classified into three categories:

- **What one knows**: password, personal identification number (PIN), security questions, and so on
- **What one has**: smart card, token, credential, and so on
- **What one is**: biometrics

It is widely known that each factor has its own merits and demerits. Specifically, the password can be brute forced, spied on, or even socially engineered. Smart cards may be lost, stolen, or revealed through side channel attacks. Biometrics suffer from the risk of being duplicated. For instance, fingerprints left somewhere can be lifted and used to gain illegitimate access. Moreover, biometrics cannot be updated since they are biological characteristics of individuals. Since the security and privacy threats in VCC may directly result in safety problems, secure access to VCC with strong security guarantee becomes essential and challenging for users.

**Secure Authentication to Multi-VCs**

Due to the vehicle mobility, a vehicle would form different VCs with various vehicles at different regions, such that these VCs are dramatically dynamic. The authentication credentials of users should be maintained on each vehicle to ensure normal service access for users, which leads to heavy storage overhead for vehicles. Furthermore, with the mobility of users, the maintenance of authentication credentials becomes extremely inefficient. Specifically, the joining and revocation of users bring about a heavy burden on the management of authentication credentials. As a result, it is quite difficult for a user to be authenticated by different VCs. Since each user may access multiple VCs to acquire different services, how to keep identity consistence during authentication to multiple VCs is quite challenging. On the contrary, if a user uses an authentication credential to access multiple VCs, the risk of service tracking becomes a huge concern for users. Therefore, during the authentication to multiple VCs, the management of authentication credentials should be taken into account in VCC.

**Multi-Factor AKA**

Since each authentication factor has inherent weaknesses, as discussed above, single-factor authentication schemes cannot provide the strong security guarantee required by safety applications. A straightforward approach is to increase the number of features or factors needed in authentication schemes. Therefore, designing a 3-factor AKA scheme becomes vital for users to access VCs.

According to the number of servers to be accessed, the existing 3-factor AKA protocols can be classified into two categories: SS-3FAKA [9] and multi-server 3-factor AKA (MS-3FAKA) [10]. The SS-3FAKA schemes cannot be directly used in VCC, where many VCs act as service providers to offer a plethora of services, since a user has to register with every VC repeatedly. It is not only a waste of users’ time and energy, but also brings about a heavy burden on the management of authentication credentials.

As a distributed computing environment, VCC is a multi-server architecture in which a user may be required to authenticate to more than one VC, such that MS-3FAKA protocols are necessary to ensure secure communications. To reduce the users’ burden and guarantee secure communications, an MS-3FAKA protocol [10] has been proposed to eliminate repeated registration. However, an online registration authority is still needed to realize mutual authentication in every authentication session. Moreover, the user is required to present the authentication credentials to VCs repeatedly when accessing the VCs. To avoid the time and resource consuming interaction with online registration authority, several MS-3FAKA protocols without online registration authority have been proposed by employing public key-based cryptosystems [12, 13]. However, one common drawback in these schemes [12, 13] is that users have to deal with the management of public keys of different VCs, indicating that each user has to maintain an up-to-date public key revocation list to revoke compromised VCs. While many 3-factor AKA protocols have been developed for different service scenarios, none is in the context of VCC or matches the requirements of VCC. Therefore, 3-factor AKA for VCC has not yet been addressed, and deserves more attention.

**Security Goals of AKA for VCC**

To cope with the challenges of AKA in VCC, an AKA framework should satisfy the following security properties [12].
**Mutual Authentication:** To ensure that only a legitimate user is allowed to access resources in VCC, the user is required to present all three factors to corroborate his/her identity. Clouds also need to be authenticated by users to prevent rogue services. In doing so, the users can have secure access to VCC services with strong security guarantees.

**Key Agreement:** The session keys should be created for the data transmission process to achieve the confidentiality and integrity of transmitting data. Thus, privacy leakage and data corruption can be avoided during transmission on communication channels.

**User Anonymity:** To prevent users from being identified, the AKA framework should be able to hide users’ real identities, indicating that an adversary cannot learn data sources even if it captures authentication transcripts on channels, except their intended counterparts.

**User Untraceability:** The AKA framework should be capable of providing user untraceability, a stronger notion than user anonymity, to protect a user’s actions from being traced by adversaries through identifying the sources of the transmitting data or linking the authentication transcripts in different sessions to the same user.

**Single Sign-on:** The user can securely access multiple VCs using only a single set of credentials obtained from the CC during registration. In addition, the user can be relieved of the burden of public key management. This goal is to counteract the complexity of public key management from a user’s perspective.

**An Integrated AKA Framework in VCC**

In this section, we propose our integrated AKA framework to address the security challenges in VCC.

**Framework Overview**

To achieve the above security goals, we propose an integrated AKA framework for VCC, in which there are three roles: \( U_i \), \( V_{C_j} \), and \( CC \). \( CC \) acts as a trusted third party and is responsible for setting system parameters, generating private keys for \( V_{C_j} \), and issuing a smart card to each registered user \( U_i \). All users and VCs build trust relationships with \( CC \) in the registration phase.

\( U_i \) can access multiple services from both \( CC \) and \( V_{C_j} \). To access the services offered by \( CC \), the user needs to present the required credentials to authenticate to \( CC \). After the completion of the authentication to \( CC \), \( U_i \) can request a ticket for the service offered by \( V_{C_j} \) from \( CC \), who creates a ticket for the user without interacting with \( V_{C_j} \). Then \( U_i \) can access \( V_{C_j} \) directly with the obtained ticket without further involvement of \( CC \).

There are three key ingredients in our integrated framework: a non-interactive identity-based key establishment protocol, the SS-3FAKA protocol, and the ticket concept. The non-interactive identity-based key establishment protocol \([14]\) is used to non-interactively establish a shared key between two clouds, which in turn facilitates the distribution of a service ticket. The SS-3FAKA protocol can achieve a high security level to ensure secure access to \( CC \). In addition, the concept of a ticket is leveraged to allow single sign-on, such that a user can securely access multiple VCs with only one set of security credentials registered with \( CC \) without repeated registration with \( V_{C_j} \).

---

Our framework is suitable for VCC, since the user only needs to register with \( CC \), and it is flexible in terms of accessing multiple dynamic and temporary VCs. Moreover, our framework hides the complexity of public key management from a user’s perspective.

**Single-Server 3-Factor AKA Protocol**

Our integrated AKA framework is designed based on an SS-3FAKA protocol. A typical SS-3FAKA protocol \([9]\) involves two entities, the user \( U \) and the remote server \( S \), and consists of five phases: initialization, registration, login and authentication, password and biometric change, and revocation and re-registration \([9]\).

**Initialization (SS-3FAKA.Init):** \( S \) selects system parameters, generates the private-public key pair, and publishes the public parameters.

**Registration (SS-3FAKA.Reg):** When \( U \) registers on \( S \), \( U \) selects the identifier \( ID \) and the password \( PW \), provides the biometric sample \( B \), and submits a value derived from \( ID \) and \( PW \) (\( B \)) to \( S \) through a secure channel. \( S \) issues a smart card storing the secret key derived from \( ID \). \( U \) stores the related values in the card after obtaining it.

**Login and Authentication (SS-3FAKA.Auth):** \( U \) attaches the smart card to a terminal and enters \( (ID, PW, B) \). The terminal interacts with the card and sends the login request \( MSG_1 \) to \( S \). \( S \) checks the legitimacy of \( U \) and sends a login response \( MSG_2 \) to \( U \).

**Password and Biometric Change (SS-3FAKA.Change):** \( U \) updates the password and the biometric sample periodically.

**Revocation and Re-registration (SS-3FAKA.Revo):** \( U \) revokes his/her account and re-registers without changing his/her identity.

**Our Integrated AKA for VCC**

Our framework consists of eight phases: system setup, VC registration, user registration, user authentication to \( CC \), ticket request, user authentication to \( VC \), password change, and smart card revocation, as shown in Fig. 2.

In the system setup phase, \( CC \) first selects its master private key and public parameters, computes the corresponding public key, and publishes its public key and public parameters. In the VC registration phase, \( VC \) submits its identity, which serves as the public key, and obtains the corresponding private key generated by \( CC \). In the user registration phase, \( CC \) issues a smart card to \( U_i \). In the phase of authentication between \( U_i \) and \( CC \), the SS-3FAKA protocol is executed between \( U_i \) and \( CC \). \( U_i \) can request a service ticket from \( CC \) through the established secure channel in the ticket request phase. In the phase of authentication between \( U_i \) and \( V_{C_j} \), \( U_i \) presents the ticket to \( V_{C_j} \) to establish a secure channel between \( U_i \) and \( V_{C_j} \). Finally, the password change and smart card revocation phases can be invoked to change the user password and revoke a lost/stolen smart card without the demand for user identity changing.
System Setup: CC first initializes the parameters by performing the steps in SS-3FAKA.Init. CC then generates \( (p, G_1, G_2, e) \), where \( G_1 \) is a cyclic additive group of the prime order \( q \), \( p \) is a generator of \( G_1 \), and \( G_2 \) a cyclic multiplicative group of the same order, \( e : G_1 \times G_1 \rightarrow G_2 \) is a bilinear pairing \([14] \), and \( p \) is a large prime. CC picks \( s \in Z_p \), outputs its master secret and public key pair \( \langle s, s \rangle \), and publishes the public key parameters \( \langle p, s, H_1, H_2, h \rangle \), where \( H_1 : \{0, 1\}^* \rightarrow \{0, 1\}^l \), \( h : \{0, 1\}^* \rightarrow \{0, 1\}^l \), and \( l \) is the bit length of hash function output (e.g., \( l = 160 \)). CC also selects an identity \( ID_{CC} \), and computes its secret key \( k_{CC} = h(ID_{CC}) \).

**VC Registration:** Each VC registers with CC to obtain an identity-based public and private key pair as follows:
- To build the trust relationship with CC, VC \( j \) first sends the identity \( ID_{VC_j} \) to CC.
- CC computes \( k_{VC_j} = h(ID_{VC_j}) \) (i.e., the private key of VC \( j \)) and \( shk_{VC_j} = H_2(e(k_{CC}, H_1(ID_{VC_j}))) = H_2(e(H_1(ID_{CC}), H_1(ID_{VC_j}))) \) (i.e., the key established non-interactively between CC and VC \( j \)). Then CC sends \( k_{VC_j} \) to VC \( j \) through a secure channel.
- When receiving its private key, VC \( j \) checks if \( e(S, H(ID_{VC_j})) = e(T, k_{VC_j}) \) holds. If yes, VC \( j \) computes \( shk_{VC_j} = H_2(e(H_1(ID_{CC}), k_{VC_j})) = H_2(e(H_1(ID_{CC}), H_1(ID_{VC_j}))) \), and stores \( k_{VC_j} \) and \( shk_{VC_j} \) in the secure memory.

Note that \( shk_{VC_j} \) can be used to build secure communication between CC and VC \( j \), and achieve ticket distribution without the interaction with VC \( j \).

**User Authentication:** In this phase, the operations are the same as those in SS-3FAKA.Reg.

**Authentication between User and CC:** In this phase, the operations are the same as those in SS-3FAKA.Auth, and the session key \( sk_{CC} \) is shared between \( U_i \) and CC after the operations.

**Ticket Request:** After \( U_i \) has been authenticated by CC, \( U_i \) can request a ticket from VC \( j \) through a secure channel, as shown in Fig. 3.
- **Step 1:** \( U_i \) first sends a ticket request \( MSG_3 = \langle ID_{U_i}, ID_{VC_j} \rangle \) to CC.
- **Step 2:** Upon receiving the request, CC generates a temporary key \( tk_{VC_j} \), defines the validity period of the ticket \( lifetime \), and sends \( MSG_4 = \langle tk_{VC_j}, ID_{VC_j}, lifetime \rangle_{shk_{VC_j}} \) to \( U_i \). Here, \( (M) \) denotes the cipher text of message \( M \) encrypted by a key \( K \).

**Authentication between User and VC:** \( U_i \) can authenticate VC \( j \) using the obtained ticket (Fig. 3):
- **Step 1:** \( U_i \) generates a one-time random number \( nonce_1 \) and computes \( M_1 = h(nonce_1) \) and sends \( VC_j \) the ticket authentication request \( MSG_5 = \langle ticket_{VC_j}, nonce_1, M_1 \rangle \).
- **Step 2:** VC \( j \) decrypts the ticket to obtain \( (tk_{VC_j}, ID_{VC_j}, lifetime) \). VC \( j \) first verifies whether the ticket is valid. If it is expired, VC \( j \) rejects the authentication request; otherwise, it computes \( M_2 = h(nonce_2 || tk_{VC_j}) \). If \( M_2 \neq M_1 \), VC \( j \) aborts this session; otherwise, \( U_i \) is authorized to access its resources and services. VC \( j \) generates a nonce \( nonce_2 \), computes \( M_2 = h(nonce_1 || nonce_2 || tk_{VC_j}) \) and the session key \( sk_{VC_j} = k(tk_{VC_j}, nonce_2) \), and sends the message \( MSG_6 = \langle nonce_2, M_2 \rangle \) to \( U_i \).
- **Step 3:** \( U_i \) computes \( M_3 = h(nonce_1 || nonce_2 || tk_{VC_j}) \). If \( M_3 = M_2 \), \( U_i \) computes \( sk_{VC_j} = h(tk_{VC_j}, nonce_2) \), which is the session key between \( U_i \) and VC \( j \); otherwise, \( U_i \) terminates this session.

The subsequent phases (i.e., password and biometric change and revocation and re-registration) are the same as those in the SS-3FAKA protocol.

**Remarks**

We show that our framework is secure through inspection against security goals given the above and compare our framework with three state-of-the-art schemes.
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\[ M_2 = h(nonce_1|| nonce_2|| t_{k_{VC}}) \]

which can be computed by a legitimate VCj knowing the ticket key \( t_{k_{VC}} \). Hence, Ui and VCj are mutually authenticated.

Session Key Agreement: The session key \( s_{k_{VC}} \) is established between Ui and VCj, which is computed from the secret value \( t_{k_{VC}} \) only known by them. Thus, our framework supports session key agreement.

User Anonymity and Untraceability: In the ticket request phase, Ui’s identity \( ID_i \) is transferred through the secure channel established in the phase of authentication between Ui and CC. In the phase of authentication between Ui and VCj, \( ID_j \) is concealed in \( ticket_{VCj} \). One way for an adversary to get \( ID_j \) is to use the system master secret s of CC to compute \( s_{k_{VC}} \). It is infeasible to do so because s is the system master secret. Hence, our framework supports user anonymity and untraceability.

Single Sign-on: In our framework, both Ui and VCj only need to build the trust relationship with CC in the registration phase. The SS-3FKA protocol allows Ui to access CC. After the secure channel is established, Ui can request a ticket from CC and access VCj directly using the obtained ticket without involving CC, thus achieving single sign-on. Moreover, Ui is relieved of the complexity of public key management.

Specifically, Ui only maintains his/her own security credentials without the need to maintain a public key revocation list.

Our framework also provides other important security features, including no password exposure, biometric privacy protection, and so on. With these desirable properties, our framework can properly support secure access for multiple VCs in VCC.

In summary, our framework addresses the challenges of AKA for VCC through the provision of 3-factor authentication of users and single sign-on. With 3-factor authentication of users, users can have secure access to VCs with strong security guarantee. With single sign-on, users can freely access multi-VCS without repeated registration.

### Remarks on Security
Our framework achieves the essential security goals.

#### Mutual Authentication
VCj authenticates Ui through the validation of \( M_2 = h(nonce_1|| nonce_2|| t_{k_{VC}}) \)

#### Session Key Agreement
The session key \( s_{k_{VC}} \) is established between Ui and VCj, which is computed from the secret value \( t_{k_{VC}} \) only known by them. Thus, our framework supports session key agreement.

#### User Anonymity and Untraceability
In the ticket request phase, Ui’s identity \( ID_i \) is transferred through the secure channel established in the phase of authentication between Ui and CC. In the phase of authentication between Ui and VCj, \( ID_j \) is concealed in \( ticket_{VCj} \). One way for an adversary to get \( ID_j \) is to use the system master secret s of CC to compute \( s_{k_{VC}} \). It is infeasible to do so because s is the system master secret. Hence, our framework supports user anonymity and untraceability.

#### Single Sign-on
In our framework, both Ui and VCj only need to build the trust relationship with CC in the registration phase. The SS-3FKA protocol allows Ui to access CC. After the secure channel is established, Ui can request a ticket from CC and access VCj directly using the obtained ticket without involving CC, thus achieving single sign-on. Moreover, Ui is relieved of the complexity of public key management.

### Performance Evaluation
We evaluate the performance of our framework in terms of computational and communication overhead. The following notations are used to denote the running time of cryptographic operations. The bit XOR operation is neglected due to its extremely short running time.

- \( T_{ecm} \): The running time of elliptic curve multiplication
- \( T_{ec} \): The running time of elliptic curve point addition
- \( T_{enc} \): The running time of symmetric encryption/decryption
- \( T_{th} \): The running time of the hash function

The simulation platform of the VCC system consists of a smartphone (Huawei Mate 7 with a Hisilicon Kirin 925 2.45 GHz processor, 3 GB memory, and Google Android 4.4.2 OS), a laptop simulating VCs (Apple Macbook Pro with an Intel I7-4460S 3.1 GHz processor, 16 GB memory, and the MacOS 10.12.4 OS), and a desktop simulating CC (Dell Alienware with an Intel I7-6700K 4.0 GHz processor, 32 GB memory, and Windows 10 64-bit OS). The pairing operation is implemented using the standard Java library.

Table 1 lists the running time of the involved operations on this platform.

In [10], the time costs of user, VC, and CC are

- \( 3T_{ecm} + 7T_{th} = 80.431 \text{ ms} \)
- \( 2T_{ecm} + 5T_{th} = 0.630 \text{ ms} \)
- \( 2T_{ecm} + 9T_{th} = 4.429 \text{ ms} \)

and 3-factor authentication of users. With 3-factor authentication of users, users can have secure access to VCs with strong security guarantee. With single sign-on, users can freely access multi-VCs without repeated registration.
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**Figure 4.** Computational cost comparison: left: time cost on users; middle: time cost on VCs; right: time cost on CC.

<table>
<thead>
<tr>
<th>Operation</th>
<th>Ui</th>
<th>VCj</th>
<th>CC</th>
</tr>
</thead>
<tbody>
<tr>
<td>( T_{ecm} )</td>
<td>0.537</td>
<td>0.050</td>
<td>0.041</td>
</tr>
<tr>
<td>( T_{th} )</td>
<td>13.434</td>
<td>1.587</td>
<td>0.978</td>
</tr>
<tr>
<td>( T_{enc} )</td>
<td>11.260</td>
<td>0.728</td>
<td>0.483</td>
</tr>
</tbody>
</table>

**Table 1.** Time costs of cryptographic operations (milliseconds).
Our integrated AKA framework cannot be applied to achieve authentication between the user and VC from different security domains. Therefore, multi-domain integrated AKA framework is important to fit the real scenario, in which multiple cloud service providers cooperatively provide cloud services.

$$3T_e + 5T_t = 660.522 \text{ ms} \text{ and } 2T_{dp} + T_{ecm} + T_{eca} + 3T_e + 5T_t = 21.163 \text{ ms, respectively. In [13], the time costs of user and VC are } 3T_{ecm} + T_{eca} + 3T_e + 5T_t = 660.522 \text{ ms and } 2T_{dp} + T_{ecm} + T_{eca} + 3T_e + 5T_t = 21.163 \text{ ms, respectively. In our framework, the authentication process is divided into three phases, that is, user authentication to CC (User-CC), ticket request (Ticket), and user authentication to VC (User-VC). The SS-3FAKA [9] is used to instantiate the integrated 3FAKA framework. In the phase of User-CC, the time costs of user and CC are } 3T_{ecm} + 2T_e + 6T_t = 96.039 \text{ ms and } 3T_{ecm} + 2T_e + 4T_t = 4.011 \text{ ms, respectively. In the phase of Ticket, the time costs of user and CC are } 2T_e = 26.868 \text{ ms and } 3T_e = 2.934 \text{ ms, respectively. Besides, in the phase of User-VC, the time costs of user and VC are } 3T_e = 33.780 \text{ ms and } T_e = 3.771 \text{ ms, respectively. Figure 4 depicts the comparison results in computational overhead.}

The computational burden of the user and VC in our framework is much lower than that of [12, 13]. Although our framework incurs more computational burden on CC than [12, 13], it is not an issue since CC is dedicated computing infrastructure. Compared to [10], our framework is efficient as the online interaction with CC is avoided.

To compare communication cost, we assume that the binary length of identity, nonce, ticket key, ticket lifetime, hash output, and an elliptic curve point is 32, 96, 128, 32, 160, and 1024 bits, respectively. The messages MSG1, ..., MSG6 have lengths of 1216, 1184, 64, 384, 448, and 256 bits, respectively. The total communication cost of our framework is 3552 bits. As shown in Fig. 5, the total communication cost of our framework is slightly higher than that of [10, 12, 13]. However, the communication cost of our framework can be greatly reduced as the authentication between a user and CC, which only needs to be executed once in a relatively long period.

In summary, our framework has better efficiency in computation and communication than the existing schemes [10, 12, 13].

### Future Directions

The proposed integrated AKA framework resolves the security challenges of secure access to multiple VCs with strong security guarantee, but the following directions still need further efforts to ensure secure data communications and privacy protection in VCC.

#### Multi-Domain AKA

In reality, there are more than one conventional cloud service provider, indicating that not all users and vehicular clouds are registered with the same conventional cloud. Our integrated AKA framework cannot be applied to achieve the authentication between the user and VC from different security domains. Therefore, a multi-domain integrated AKA framework is important to fit the real scenario, in which multiple cloud service providers cooperatively provide cloud services to users.

#### Continuous Authentication

Our framework provides login-time verification of user identity and cannot detect any change of user identity in an authentication session. One strategy to mitigate this limitation is to shorten the valid period of the authentication session and re-authenticate the user periodically, but this strategy greatly degrades user experience. Continuous authentication is a promising approach to address the above issue by implicitly and constantly verifying a user's identity based on soft biometrics, such as user behavior and biomedical signals. If any change in identity is identified, the current access session will be locked. Therefore, continuous authentication is an important complement to our framework and deserves more attention in VCC.

#### Data Privacy

Authentication provides the first line of defending against external adversaries to guarantee data security and privacy. However, it cannot ensure data privacy against the honest-but-curious cloud servers in VCC, where the onboard computing units act as distributed servers to perform the tasks. Although a variety of solutions have been proposed to ensure data privacy in cloud computing, such as searchable encryption and secure multi-party computation [15], these schemes are not suitable for VCC to prevent the onboard units from learning the data contents in a dynamic and
distributed environment due to their efficiency. It is expected that the scheme for VCC should be efficient in terms of computation and storage consumption. Therefore, it is essential to design efficient data privacy solutions for vehicles in VCC.

Conclusions

In this article, we have introduced the architecture of VCC and presented the challenges of designing the efficient AKA protocol in VCC to secure the interactions between users and VCs. We have proposed an integrated AKA framework that caters for the scalability and flexibility required in VCC. The framework can support single sign-on, such that a user is able to securely access multiple VCs without registering with each VC repeatedly. The performance analysis demonstrates that our framework provides firm security while ensuring acceptable computational cost and low communication overhead. Finally, several interesting future directions have been discussed.
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